# **Difference Between DBMS and RDBMS**

| **DBMS** | **RDBMS** |
| --- | --- |
| [DBMS](https://www.geeksforgeeks.org/introduction-of-dbms-database-management-system-set-1/) stores data as file. | [RDBMS](https://www.geeksforgeeks.org/rdbms-architecture/) stores data in tabular form. |
| Data elements need to access individually. | Multiple data elements can be accessed at the same time. |
| No relationship between data. | Data is stored in the form of tables which are related to each other. |
| Normalization is not present. | Normalization is present. |
| DBMS does not support distributed database. | RDBMS supports distributed database. |
| It stores data in either a navigational or hierarchical form. | It uses a tabular structure where the headers are the column names, and the rows contain corresponding values. |
| It deals with small quantity of data. | It deals with large amount of data. |
| Data redundancy is common in this model. | Keys and indexes do not allow Data redundancy. |
| It is used for small organization and deal with small data. | It is used to handle large amount of data. |
| Security is less | More security measures provided. |
| Data fetching is slower for the large amount of data. | Data fetching is fast because of relational approach. |
| The data in a DBMS is subject to low security levels with regards to data manipulation. | There exists multiple levels of data security in a RDBMS. |
| Low software and hardware necessities. | Higher software and hardware necessities. |
| Examples:[XML](https://www.geeksforgeeks.org/xml-basics/), Window Registry, Forxpro, dbaseIIIplus etc. | Examples: [MySQL](https://www.geeksforgeeks.org/architecture-of-mysql/), [PostgreSQL](https://www.geeksforgeeks.org/what-is-postgresql-introduction/), [SQL](https://www.geeksforgeeks.org/what-is-sql/) Server, Oracle, Microsoft Access etc. |

# **Difference Between SQL and NoSQL**

| **Feature** | **SQL Databases** | **NoSQL Databases** |
| --- | --- | --- |
| **Data Model** | Relational: Organizes data into tables with rows and columns, using relationships between tables (foreign keys). | Non-relational: Can be document-based, key-value pairs, wide-column stores, or graph databases, allowing flexible data models. |
| **Schema** | Fixed schema: Requires defining the structure (tables, columns, data types) before data entry, enforcing consistency. | Dynamic schema: Allows for flexible and schema-less data structures, enabling changes to data models without downtime. |
| **Scalability** | Primarily vertical scaling: Involves adding more resources (CPU, RAM) to a single server, with limited horizontal scaling capabilities. | Primarily horizontal scaling: Involves adding more servers or nodes to a distributed system, making it easier to scale out and handle large volumes of data. |
| **Query Language** | SQL (Structured Query Language): Standardized language for querying and managing relational databases, offering powerful querying capabilities. | Varies: Uses different query languages or APIs depending on the database type (e.g., MongoDB uses a JSON-like query language, Cassandra uses CQL). |
| **ACID Transactions** | Strong support for ACID (Atomicity, Consistency, Isolation, Durability) properties, ensuring reliable and consistent transactions. | Varies: Some NoSQL databases support ACID properties, but many prioritize scalability and availability, often using eventual consistency. |
| **Examples** | MySQL, PostgreSQL, Oracle, SQL Server: Widely used for applications requiring complex queries and transactions. | MongoDB, Cassandra, Redis, Couchbase: Popular for handling large-scale data, real-time analytics, and flexible data models. |
| **Use Cases** | Ideal for applications needing complex queries, transactions, and structured data (e.g., financial systems, CRM). | Suitable for big data, real-time analytics, content management, IoT, and scenarios requiring flexible or hierarchical data structures. |
| **Performance** | Optimized for complex queries, joins, and data integrity, but can face performance bottlenecks with very large datasets. | Optimized for fast read/write operations, handling high throughput and low latency, particularly for large datasets and distributed systems. |

**Explain SQL data types.**

### Numeric Data Types

1. **INT**
   * Definition: INT is used for whole numbers without decimals.
   * Example: age INT (e.g., age = 25)
2. **SMALLINT**
   * Definition: Smaller range of integers, useful for saving space.
   * Example: quantity SMALLINT (e.g., quantity = 150)
3. **BIGINT**
   * Definition: Larger range of integers, useful for big numbers.
   * Example: population BIGINT (e.g., population = 9876543210)
4. **DECIMAL(p, s)**
   * Definition: Fixed-point number with precision p and scale s.
   * Example: price DECIMAL(10, 2) (e.g., price = 1234.56)
5. **NUMERIC(p, s)**
   * Definition: Same as DECIMAL, often interchangeable.
   * Example: weight NUMERIC(5, 2) (e.g., weight = 70.50)
6. **FLOAT**
   * Definition: Approximate floating-point number.
   * Example: rating FLOAT (e.g., rating = 4.7)
7. **DOUBLE**
   * Definition: Double-precision floating-point number.
   * Example: distance DOUBLE (e.g., distance = 12345.6789)

### Character and String Data Types

1. **CHAR(n)**
   * Definition: Fixed-length string, padded with spaces if necessary.
   * Example: code CHAR(5) (e.g., code = 'A123 ')
2. **VARCHAR(n)**
   * Definition: Variable-length string.
   * Example: name VARCHAR(50) (e.g., name = 'John Doe')
3. **TEXT**
   * Definition: Large text field, for longer text data.
   * Example: description TEXT (e.g., description = 'This is a long description...')

### Date and Time Data Types

1. **DATE**
   * Definition: Stores date values (year, month, day).
   * Example: birthdate DATE (e.g., birthdate = '1990-01-01')
2. **TIME**
   * Definition: Stores time of day (hours, minutes, seconds).
   * Example: start\_time TIME (e.g., start\_time = '14:30:00')
3. **DATETIME**
   * Definition: Stores both date and time.
   * Example: created\_at DATETIME (e.g., created\_at = '2024-07-28 12:00:00')
4. **TIMESTAMP**
   * Definition: Similar to DATETIME, often used for tracking record changes.
   * Example: updated\_at TIMESTAMP (e.g., updated\_at = '2024-07-28 12:00:00')
5. **YEAR**
   * Definition: Stores year values.
   * Example: year\_published YEAR (e.g., year\_published = '2024')

### Binary Data Types

1. **BINARY(n)**
   * Definition: Fixed-length binary data.
   * Example: file\_hash BINARY(16) (e.g., file\_hash = 0x1234567890ABCDEF)
2. **VARBINARY(n)**
   * Definition: Variable-length binary data.
   * Example: image\_data VARBINARY(1024) (e.g., image\_data = 0xFFD8FFE0...)

### Boolean Data Type

* **BOOLEAN**
  + Definition: Represents true or false.
  + Example: is\_active BOOLEAN (e.g., is\_active = TRUE)

### Other Data Types

1. **ENUM**
   * Definition: Enumerated list of possible values.
   * Example: status ENUM('active', 'inactive', 'pending') (e.g., status = 'active')
2. **SET**
   * Definition: Similar to ENUM but allows multiple values.
   * Example: tags SET('news', 'tech', 'health') (e.g., tags = 'news,tech')
3. **JSON**
   * Definition: Stores JSON-formatted data.
   * Example: profile JSON (e.g., profile = '{"name": "John", "age": 30}')
4. **UUID**
   * Definition: Universally unique identifier.
   * Example: id UUID (e.g., id = '550e8400-e29b-41d4-a716-446655440000')

## ****DDL (Data Definition Language)****

[DDL](https://www.geeksforgeeks.org/features-of-structured-query-language-sql) or Data Definition Language actually consists of the SQL commands that can be used to define the database schema. It simply deals with descriptions of the database schema and is used to create and modify the structure of database objects in the database.

DDL is a set of SQL commands used to create, modify, and delete database structures but not data. These commands are normally not used by a general user, who should be accessing the database via an application.

**List of DDL Commands**

Some DDL commands and their syntax are:

| **Command** | **Description** | **Syntax** |
| --- | --- | --- |
| [CREATE](https://www.geeksforgeeks.org/sql-create) | Create database or its objects (table, index, function, views, store procedure, and triggers) | CREATE TABLE table\_name (column1 data\_type, column2 data\_type, ...); |
| [DROP](https://www.geeksforgeeks.org/sql-drop-truncate) | Delete objects from the database | DROP TABLE table\_name; |
| [ALTER](https://www.geeksforgeeks.org/sql-alter-add-drop-modify) | Alter the structure of the database | ALTER TABLE table\_name ADD COLUMN column\_name data\_type; |
| [TRUNCATE](https://www.geeksforgeeks.org/sql-drop-truncate) | Remove all records from a table, including all spaces allocated for the records are removed | TRUNCATE TABLE table\_name; |
| [COMMENT](https://www.geeksforgeeks.org/sql-comments) | Add comments to the data dictionary | COMMENT 'comment\_text' ON TABLE table\_name; |
| [RENAME](https://www.geeksforgeeks.org/sql-alter-rename) | Rename an object existing in the database | RENAME TABLE old\_table\_name TO new\_table\_name; |

**DQL (Data Query Language)**

**DQL**statements are used for performing queries on the data within schema objects. The purpose of the DQL Command is to get some schema relation based on the query passed to it. We can define DQL as follows it is a component of SQL statement that allows getting data from the database and imposing order upon it. It includes the SELECT statement.

This command allows getting the data out of the database to perform operations with it. When a SELECT is fired against a table or tables the result is compiled into a further temporary table, which is displayed or perhaps received by the program i.e. a front-end.

**DQL Command**

There is only one DQL command in SQL i.e.

| **Command** | **Description** | **Syntax** |
| --- | --- | --- |
| [**SELECT**](https://www.geeksforgeeks.org/sql-select-clause) | It is used to retrieve data from the database | SELECT column1, column2, ...FROM table\_name<br>WHERE condition; |

**DML(Data Manipulation Language)**

The SQL commands that deal with the manipulation of data present in the database belong to DML or Data Manipulation Language and this includes most of the SQL statements.

It is the component of the SQL statement that controls access to data and to the database. Basically, DCL statements are grouped with DML statements.

**List of DML commands**

Some DML commands and their syntax are:

| **Command** | **Description** | **Syntax** |
| --- | --- | --- |
| [INSERT](https://www.geeksforgeeks.org/sql-insert-statement) | Insert data into a table | INSERT INTO table\_name (column1, column2, ...) VALUES (value1, value2, ...); |
| [UPDATE](https://www.geeksforgeeks.org/sql-update-statement) | Update existing data within a table | UPDATE table\_name SET column1 = value1, column2 = value2 WHERE condition; |
| [DELETE](https://www.geeksforgeeks.org/sql-delete-statement) | Delete records from a database table | DELETE FROM table\_name WHERE condition; |
| [LOCK](https://www.geeksforgeeks.org/sql-lock-table) | Table control concurrency | LOCK TABLE table\_name IN lock\_mode; |
| CALL | Call a PL/SQL or JAVA subprogram | CALL procedure\_name(arguments); |
| EXPLAIN PLAN | Describe the access path to data | EXPLAIN PLAN FOR SELECT \* FROM table\_name; |

**DCL (Data Control Language)**

DCL includes commands such as GRANT and REVOKE which mainly deal with the rights, permissions, and other controls of the database system.

**List of  DCL commands:**

|  |  |  |
| --- | --- | --- |
| Command | Description | Syntax |
| [GRANT](https://www.geeksforgeeks.org/mysql-grant-revoke-privileges) | Assigns new privileges to a user account, allowing access to specific database objects, actions, or functions. | GRANT privilege\_type [(column\_list)] ON [object\_type] object\_name TO user [WITH GRANT OPTION]; |
| [REVOKE](https://www.geeksforgeeks.org/difference-between-grant-and-revoke) | Removes previously granted privileges from a user account, taking away their access to certain database objects or actions. | REVOKE [GRANT OPTION FOR] privilege\_type [(column\_list)] ON [object\_type] object\_name FROM user [CASCADE]; |

**TCL (Transaction Control Language)**

Transactions group a set of tasks into a single execution unit. Each transaction begins with a specific task and ends when all the tasks in the group are successfully completed. If any of the tasks fail, the transaction fails.

Therefore, a transaction has only two results: success or failure. You can explore more about transactions[***here***](https://www.geeksforgeeks.org/sql-transactions). Hence, the following TCL commands are used to control the execution of a transaction:

**List of TCL Commands**

Some TCL commands and their syntax are:

| **Command** | **Description** | **Syntax** |
| --- | --- | --- |
| [BEGIN TRANSACTION](https://www.geeksforgeeks.org/sql-transactions/#:~:text=) | Starts a new transaction | BEGIN TRANSACTION [transaction\_name]; |
| [COMMIT](https://www.geeksforgeeks.org/sql-transactions/#:~:text=) | Saves all changes made during the transaction | COMMIT; |
| [ROLLBACK](https://www.geeksforgeeks.org/sql-transactions/#:~:text=) | Undoes all changes made during the transaction | ROLLBACK; |
| [SAVEPOINT](https://www.geeksforgeeks.org/sql-transactions/#:~:text=) | Creates a savepoint within the current transaction | SAVEPOINT savepoint\_name; |

**30 commonly used SQL commands with examples:**

| **SQL Command** | **Example** |
| --- | --- |
| SELECT | SELECT name, age FROM users; |
| INSERT INTO | INSERT INTO users (name, age) VALUES ('Alice', 30); |
| UPDATE | UPDATE users SET age = 31 WHERE name = 'Alice'; |
| DELETE | DELETE FROM users WHERE name = 'Alice'; |
| CREATE TABLE | CREATE TABLE users (id INT, name VARCHAR(50)); |
| ALTER TABLE | ALTER TABLE users ADD email VARCHAR(100); |
| DROP TABLE | DROP TABLE users; |
| CREATE DATABASE | CREATE DATABASE company\_db; |
| DROP DATABASE | DROP DATABASE company\_db; |
| CREATE INDEX | CREATE INDEX idx\_name ON users (name); |
| DROP INDEX | DROP INDEX idx\_name; |
| JOIN | SELECT users.name, orders.total FROM users JOIN orders ON users.id = orders.user\_id; |
| INNER JOIN | SELECT \* FROM users INNER JOIN orders ON users.id = orders.user\_id; |
| LEFT JOIN | SELECT \* FROM users LEFT JOIN orders ON users.id = orders.user\_id; |
| RIGHT JOIN | SELECT \* FROM users RIGHT JOIN orders ON users.id = orders.user\_id; |
| FULL JOIN | SELECT \* FROM users FULL JOIN orders ON users.id = orders.user\_id; |
| GROUP BY | SELECT COUNT(\*), department FROM employees GROUP BY department; |
| ORDER BY | SELECT \* FROM users ORDER BY name ASC; |
| HAVING | SELECT department, COUNT(\*) FROM employees GROUP BY department HAVING COUNT(\*) > 10; |
| WHERE | SELECT \* FROM users WHERE age > 25; |
| DISTINCT | SELECT DISTINCT department FROM employees; |
| LIMIT | SELECT \* FROM users LIMIT 10; |
| OFFSET | SELECT \* FROM users LIMIT 10 OFFSET 5; |
| UNION | SELECT name FROM employees UNION SELECT name FROM managers; |
| UNION ALL | SELECT name FROM employees UNION ALL SELECT name FROM managers; |
| LIKE | SELECT \* FROM users WHERE name LIKE 'A%'; |
| IN | SELECT \* FROM users WHERE department IN ('HR', 'IT'); |
| BETWEEN | SELECT \* FROM orders WHERE order\_date BETWEEN '2023-01-01' AND '2023-12-31'; |
| IS NULL | SELECT \* FROM users WHERE email IS NULL; |
| IS NOT NULL | SELECT \* FROM users WHERE email IS NOT NULL; |

**What is SQL?**

[**SQL**](https://www.geeksforgeeks.org/sql-tutorial) stands for Structured Query Language. It is a language used to interact with the database, i.e to create a database, to create a table in the database, to retrieve data or update a table in the database, etc. SQL is an ANSI(American National Standards Institute) standard. Using SQL, we can do many things. For example – we can execute queries, we can insert records into a table, can update records, can create a database, can create a table, can delete a table, etc.

**Does SQL support programming language features?**

It is true that SQL is a language, but it does not support programming as it is not a programming language, it is a command language. We do not have conditional statements in SQL like for loops or if..else, we only have commands which we can use to query, update, delete, etc. data in the database. SQL allows us to manipulate data in a database.

**What is the difference between CHAR and VARCHAR datatype in SQL?**

Both of these data types are used for characters, but varchar is used for character strings of variable length, whereas char is used for character strings of fixed length. **For example**, if we specify the type as char(5) then we will not be allowed to store a string of any other length in this variable, but if we specify the type of this variable as varchar(5) then we will be allowed to store strings of variable length. We can store a string of length 3 or 4 or 2 in this variable.

**What do you mean by data definition language?**

**Data definition language** or DDL allows to execution of queries like CREATE, DROP, and ALTER. That is those queries that define the data.

**What do you mean by data manipulation language?**

Data manipulation Language or DML is used to access or manipulate data in the database. It allows us to perform the below-listed functions:

Insert data or rows in a database

Delete data from the database

Retrieve or fetch data

Update data in a database.

**What is the view in SQL?**

A view in SQL is a virtual table that is based on the result set of an SQL query. It provides a way to simplify complex queries, encapsulate complex logic, and enhance security by restricting access to certain data. Views do not store data themselves; instead, they display data stored in other tables. Here are the key aspects of a view:

**View Definition**: Defined using the CREATE VIEW statement with a SELECT query.

**Virtual Nature**: Views do not store data themselves; they display data from the underlying tables.

**Query Simplification**: Simplifies complex queries by encapsulating them within a view.

**Security and Access Control**: Restricts user access to certain parts of the data.

**Updatability**: Some views can be updated directly, but this depends on the complexity and the SQL database system.

**Example :-**

CREATE VIEW EmployeeDepartments AS

SELECT e.EmployeeID, e.Name, d.DepartmentName

FROM Employees e

JOIN Departments d ON e.DepartmentID = d.DepartmentID;

SELECT \* FROM EmployeeDepartments;

**What do you mean by foreign key?**

A foreign key is a column or a set of columns in one table that establishes a link between the data in two tables. It acts as a cross-reference between tables by referencing the primary key of another table. Foreign keys ensure referential integrity, meaning that a value in the foreign key column must match a value in the primary key column of the referenced table or be null.

**Syntax:**

CREATE TABLE Orders  
(  
O\_ID int NOT NULL,  
ORDER\_NO int NOT NULL,  
C\_ID int,  
PRIMARY KEY (O\_ID),  
FOREIGN KEY (C\_ID) REFERENCES Customers(C\_ID)  
)

**What are table and Field?**

**Table:**A table has a combination of rows and columns. Rows are called records and columns are called fields. In MS SQL Server, the tables are being designated within the database and schema names.

**Field:**In DBMS, a database field can be defined as – a single piece of information from a record.

**What is the primary key?**

A [**Primary Key**](https://www.geeksforgeeks.org/difference-between-primary-and-candidate-key)is one of the candidate keys. One of the candidate keys is selected as the most important and becomes the primary key. There cannot be more than one primary key in a table.

**Explain the various types of keys in a database.**

Ans. In a database, there are several types of keys:

**Candidate Key**: A set of attributes that uniquely identifies each record in a table. A table can have multiple candidate keys, but each must uniquely identify the records.

**Super Key**: A superset of a candidate key, meaning it includes the candidate key and possibly additional attributes. It still uniquely identifies each record in the table.

**Primary Key**: A specific candidate key chosen to uniquely identify each record in the table. A primary key cannot contain NULL values and must be unique.

**Unique Key**: Similar to a primary key in that it must contain unique values across records, but unlike a primary key, it can contain NULL values. A table can have multiple unique keys.

**Alternate Key**: Candidate keys that are not chosen as the primary key. These are still capable of uniquely identifying records.

**Foreign Key**: An attribute or a set of attributes in one table that references the primary key of another table, establishing a relationship between the two tables.

**What is a Default constraint?**

The [**DEFAULT**](https://www.geeksforgeeks.org/sql-default-constraint)constraint is used to fill a column with default and fixed values. The value will be added to all new records when no other value is provided.

**What is RANK() and DENSE\_RANK() in sql**

In SQL, RANK and DENSE\_RANK are window functions that assign a rank to each row within a partition of a result set. They are often used in analytical queries to provide ranking based on the values of one or more columns.

**RANK**

The RANK function assigns a unique rank to each distinct value within the partition. The ranks are not consecutive if there are ties (i.e., duplicate values). Instead, gaps are left in the ranking sequence.

**Key Features:**

* **Gaps in Ranks**: If two or more rows have the same rank, the next rank(s) will have gaps.
* **Order By Clause**: RANK is typically used with the ORDER BY clause to specify how the rows should be ranked.

SELECT

employee\_id,

salary,

RANK() OVER (ORDER BY salary DESC) AS rank

FROM

employees;

**Example Result:**

| **employee\_id** | **salary** | **rank** |
| --- | --- | --- |
| 1 | 10000 | 1 |
| 2 | 9000 | 2 |
| 3 | 9000 | 2 |
| 4 | 8000 | 4 |

In this example, employees with the same salary (9000) share the same rank, and the next rank after the tie skips a value (from 2 to 4).

**DENSE\_RANK**

The DENSE\_RANK function also assigns a rank to each distinct value within the partition, but without gaps in the ranking sequence. Ties are assigned the same rank, and the next rank continues sequentially.

**Key Features:**

* **No Gaps in Ranks**: If two or more rows have the same rank, the next rank is consecutive without any gaps.
* **Order By Clause**: DENSE\_RANK is used with the ORDER BY clause to determine the ranking order.

**Example:**

SELECT

employee\_id,

salary,

DENSE\_RANK() OVER (ORDER BY salary DESC) AS dense\_rank

FROM

employees;

**Example Result:**

| **employee\_id** | **salary** | **dense\_rank** |
| --- | --- | --- |
| 1 | 10000 | 1 |
| 2 | 9000 | 2 |
| 3 | 9000 | 2 |
| 4 | 8000 | 3 |

In this example, employees with the same salary (9000) share the same rank, and the next rank continues sequentially (from 2 to 3).

**What is normalization?**

* Normalization is used to minimize the redundancy from a relation or set of relations. It is also used to eliminate undesirable characteristics like Insertion, Update, and Deletion Anomalies.
* Normalization is the process of organizing the data in the database.
* Normalization divides the larger table into smaller and links them using relationships.
* The normal form is used to reduce redundancy from the database table.

**What is Denormalization?**

[Denormalization](https://www.geeksforgeeks.org/denormalization-in-databases)is a database optimization technique in which we add redundant data to one or more tables. This can help us avoid costly joins in a relational database. Note that denormalization does not mean not doing normalization. It is an optimization technique that is applied after normalization.

In a traditional normalized database, we store data in separate logical tables and attempt to minimize redundant data. We may strive to have only one copy of each piece of data in the database.

**What is a query?**

An **SQL** query is used to retrieve the required data from the database. However, there may be multiple SQL queries that yield the same results but with different levels of efficiency. An inefficient query can drain the database resources, reduce the database speed or result in a loss of service for other users. So it is very important to optimize the query to obtain the best database performance.

**What is a subquery?**

In SQL, a [Subquery](https://www.geeksforgeeks.org/sql-subquery)can be simply defined as a query within another query. In other words, we can say that a Subquery is a query that is embedded in the WHERE clause of another SQL query.

**What are the different operators available in SQL?**

There are three operators available in SQL namely:

Arithmetic Operators

Logical Operators

Comparison Operators

**What is a Constraint?**

Constraints are the rules that we can apply to the type of data in a table. That is, we can specify the limit on the type of data that can be stored in a particular column in a table using constraints. For more details please refer to [SQL|Constraints](https://www.geeksforgeeks.org/sql-constraints) article.

### 1. ****PRIMARY KEY****

A primary key uniquely identifies each record in a table. A table can have only one primary key, which can consist of single or multiple columns.

CREATE TABLE employees (id INT PRIMARY KEY, name VARCHAR(50), department VARCHAR(50));

### 2. ****FOREIGN KEY****

A foreign key is a column (or group of columns) that creates a link between data in two tables. It references the primary key of another table.

### CREATE TABLE orders (order\_id INT PRIMARY KEY, employee\_id INT, FOREIGN KEY (employee\_id) REFERENCES employees(id));

### 3. ****UNIQUE****

The UNIQUE constraint ensures that all values in a column are different. Unlike the primary key, a table can have multiple UNIQUE constraints.

### CREATE TABLE products (product\_id INT PRIMARY KEY, product\_name VARCHAR(100) UNIQUE);

### 4. ****NOT NULL****

The NOT NULL constraint ensures that a column cannot have a NULL value. It is used when the field must always contain a value.

### CREATE TABLE customers (customer\_id INT PRIMARY KEY, customer\_name VARCHAR(100) NOT NULL, email VARCHAR(100));

### 5. ****CHECK****

The CHECK constraint limits the values that can be placed in a column. It ensures that all values in a column satisfy a specific condition.

CREATE TABLE employees (id INT PRIMARY KEY, name VARCHAR(50), age INT CHECK (age >= 18));

### 6. ****DEFAULT****

The DEFAULT constraint provides a default value for a column when none is specified. This ensures that the column is populated even if no value is provided during insertion.

CREATE TABLE orders (order\_id INT PRIMARY KEY, product\_name VARCHAR(100), order\_date DATE DEFAULT CURRENT\_DATE);

### 7. ****INDEX****

An INDEX constraint is not technically a constraint but is often used in conjunction with constraints to speed up searches and queries by creating an index on columns.

CREATE INDEX idx\_employee\_name ON employees (name);

**What is Auto Increment?**

Sometimes, while creating a table, we do not have a unique identifier within the table, hence we face difficulty in choosing Primary Key. So as to resolve such an issue, we’ve to manually provide unique keys to every record, but this is often also a tedious task. So we can use the  Auto-Increment feature that automatically generates a numerical Primary key value for every new record inserted. The Auto Increment feature is supported by all the Databases. For more details please refer [SQL Auto Increment](https://www.geeksforgeeks.org/sql-auto-increment)article.

**What is a stored procedure?**

A stored procedure is a named set of SQL statements that are stored in a database and can be executed multiple times. It is a precompiled collection of one or more SQL statements and procedural logic, which is stored as a schema object in a relational database management system (RDBMS). Stored procedures allow you to group and execute multiple SQL statements as a single unit, which provides several benefits:

Here's a simple example of a stored procedure in SQL Server that retrieves the list of employees from an Employees table:

CREATE PROCEDURE GetEmployees

AS

BEGIN

SELECT EmployeeID, Name, DepartmentID

FROM Employees;

END;

Once created, the stored procedure GetEmployees can be executed by simply calling its name:

EXEC GetEmployees;

**What are aggregate and scalar functions?**

For doing operations on data SQL has many built-in functions, they are categorized into two categories and further sub-categorized into seven different functions under each category. The categories are:

**Aggregate functions:**These functions are used to do operations from the values of the column and a single value is returned.

[**SQL Aggregate Functions**](https://www.geeksforgeeks.org/aggregate-functions-in-sql/) operate on a data group and return a singular output. They are mostly used with the [**GROUP BY**](https://www.geeksforgeeks.org/sql-group-by/)clause to summarize data.

| **Aggregate Function** | **Description** | **Syntax** |
| --- | --- | --- |
| **AVG()** | Calculates the average value | SELECT AVG(column\_name) FROM table\_name; |
| **COUNT()** | Counts the number of rows | SELECT COUNT(column\_name) FROM table\_name |
| **FIRST()** | Returns the first value in an ordered set of values | SELECT FIRST(column\_name) FROM table\_name; |
| **LAST()** | Returns the last value in an ordered set of values | SELECT LAST(column\_name) FROM table\_name; |
| **MAX()** | Retrieves the maximum value from a column | SELECT MAX(column\_name) FROM table\_name; |
| **MIN()** | Retrieves the minimum value from a column | SELECT MIN(column\_name) FROM table\_name; |
| **SUM()** | Calculates the total sum of values in a numeric column | SELECT SUM(column\_name) FROM table\_name; |

**SQL Scalar functions**

**SQL Scalar Functions**are built-in functions that operate on a single value and return a single value.

Scalar functions in SQL helps in efficient data manipulation and simplification of complex calculations in SQL queries.

**Scalar functions:**These functions are based on user input, these too return a single value.

| **Scalar function** | **Description** | **Syntax** |
| --- | --- | --- |
| **UCASE()** | Converts a string to uppercase | SELECT UCASE(column\_name) FROM table\_name; |
| **LCASE()** | Converts a string to lowercase | SELECT LCASE(column\_name) FROM table\_name; |
| **MID()** | Extracts a substring from a string | SELECT MID(column\_name, start, length) FROM table\_name; |
| **LEN()** | Returns the length of a string | SELECT LEN(column\_name) FROM table\_name; |
| **ROUND()** | Rounds a number to a specified number of decimals | SELECT ROUND(column\_name, decimals) FROM table\_name; |
| **NOW()** | Returns the current date and time | SELECT NOW(); |
| **FORMAT()** | Formats a value with the specified format | SELECT FORMAT(column\_name, format) FROM table\_name; |

**What is an ALIAS command?**

Aliases are the temporary names given to a table or column for the purpose of a particular SQL query. It is used when the name of a column or table is used other than its original name, but the modified name is only temporary.

Aliases are created to make table or column names more readable.

The renaming is just a temporary change and the table name does not change in the original database.

Aliases are useful when table or column names are big or not very readable.

These are preferred when there is more than one table involved in a query.

For more details, please read the [SQL | Aliases](https://www.geeksforgeeks.org/sql-aliases)article.

**What are Union, minus, and Interact commands?**

Set Operations in SQL eliminate duplicate tuples and can be applied only to the relations which are union compatible. Set Operations available in SQL are :

Set Union

Set Intersection

Set Difference

**UNION Operation:** This operation includes all the tuples which are present in either of the relations. For example: To find all the customers who have a loan or an account or both in a bank.

SELECT CustomerName FROM Depositor   
 UNION   
 SELECT CustomerName FROM Borrower ;

The union operation automatically eliminates duplicates. If all the duplicates are supposed to be retained, UNION ALL is used in place of UNION.

**INTERSECT Operation:**This operation includes the tuples which are present in both of the relations. For example: To find the customers who have a loan as well as an account in the bank:

SELECT CustomerName FROM Depositor   
 INTERSECT  
 SELECT CustomerName FROM Borrower ;

The Intersect operation automatically eliminates duplicates. If all the duplicates are supposed to be retained, INTERSECT ALL is used in place of INTERSECT.

**EXCEPT for Operation:**This operation includes tuples that are present in one relationship but should not be present in another relationship. For example: To find customers who have an account but no loan at the bank:

SELECT CustomerName FROM Depositor   
 EXCEPT  
 SELECT CustomerName FROM Borrower ;

The Except operation automatically eliminates the duplicates. If all the duplicates are supposed to be retained, EXCEPT ALL is used in place of EXCEPT.

**What is ETL in SQL?**

ETL is a process in Data Warehousing and it stands for **Extract**, **Transform,**and **Load**. It is a process in which an ETL tool extracts the data from various data source systems, transforms it in the staging area, and then finally, loads it into the Data Warehouse system. These are three database functions that are incorporated into one tool to pull data out from one database and put data into another database.

**How to copy tables in SQL?**

Sometimes, in SQL, we need to create an exact copy of an already defined (or created) table. [MySQL](https://www.geeksforgeeks.org/sql-tutorial/#mysql) enables you to perform this operation. Because we may need such duplicate tables for testing the data without having any impact on the original table and the data stored in it.

**1. Copying Table Structure Only**

To create a copy of the table structure without the data, use the following syntax:

CREATE TABLE new\_table AS

SELECT \* FROM original\_table WHERE 1=0;

* **Explanation**: WHERE 1=0 ensures that no rows are copied, just the table structure.

**2. Copying Table Structure and Data**

To copy both the structure and data from an existing table:

CREATE TABLE new\_table AS

SELECT \* FROM original\_table;

**3. Copying Table with a New Structure and Data**

If you want to copy data into a new table with potentially different columns or types:

CREATE TABLE new\_table (id INT, name VARCHAR(50));

INSERT INTO new\_table (id, name)

SELECT id, name FROM original\_table;

* **Explanation**: This allows you to modify the structure or data type in the new table while copying.

**4. Using INSERT INTO ... SELECT for Existing Tables**

If the new table already exists and you just want to copy data:

INSERT INTO new\_table (column1, column2, ...)

SELECT column1, column2, ...

FROM original\_table;

1. **Using Clone method**

The CLONE statement is a feature available in some SQL database systems, like MySQL, that allows you to create a copy of a table, including its structure, data, indexes, and constraints.

CREATE TABLE new\_table CLONE original\_table;

In this example, new\_table is created

**What is SQL injection?**

SQL injection is a technique used to exploit user data through web page inputs by injecting SQL commands as statements. Basically, these statements can be used to manipulate the application’s web server by malicious users.

SQL injection is a code injection technique that might destroy your database.

SQL injection is one of the most common web hacking techniques.

SQL injection is the placement of malicious code in SQL statements, via web page input.

For more details, please read the [SQL | Injection](https://www.geeksforgeeks.org/sql-injection-2)article.

**What are the differences between SQL and PL/SQL?**

Some common differences between SQL and PL/SQL are as shown below:

| **SQL** | **PL/SQL** |
| --- | --- |
| SQL is a query execution or commanding language | PL/SQL is a complete programming language |
| SQL is a data-oriented language. | PL/SQL is a procedural language |
| SQL is very declarative in nature. | PL/SQL has a procedural nature. |
| It is used for manipulating data. | It is used for creating applications. |
| We can execute one statement at a time in SQL | We can execute blocks of statements in PL/SQL |
| SQL tells databases, what to do? | PL/SQL tells databases how to do. |
| We can embed SQL in PL/SQL | We can not embed PL/SQL in SQL |

**What is the difference between BETWEEN and IN operators in SQL?**

**BETWEEN:**The **BETWEEN** operator is used to fetch rows based on a range of values.   
For example,

SELECT \* FROM Students   
WHERE ROLL\_NO BETWEEN 20 AND 30;

This query will select all those rows from the table. Students where the value of the field ROLL\_NO lies between 20 and 30.    
**IN:** The **IN**operator is used to fetch values contained in specific sets.   
For example,

SELECT \* FROM Students   
WHERE ROLL\_NO IN (20,21,23);

This query will select all those rows from the table Students where the value of the field ROLL\_NO is either 20 or 21 or 23.

**Write an SQL query to find the names of employees starting with ‘A’.**

The LIKE operator of SQL is used for this purpose. It is used to fetch filtered data by searching for a particular pattern in the where clause.

The required query is:

SELECT \* FROM Employees WHERE EmpName like 'A%' ;

You may refer to this article [WHERE clause](https://www.geeksforgeeks.org/sql-where-clause) for more details on the LIKE operator.

**LIKE operator and Wildcards**

In SQL, the LIKE operator is used for pattern matching, and it utilizes various wildcard characters to define patterns. Here are the wildcards commonly used with the LIKE operator`, along with examples for each:

**1. Percent Sign (%)**

**The percent sign represents zero, one, or multiple characters.**

**Examples:**

* **Finding values starting with a specific letter:**

SELECT \* FROM employees WHERE name LIKE 'J%';

* + Matches: 'John', 'Jane', 'Jack', etc.
* **Finding values ending with a specific string:**

SELECT \* FROM products WHERE product\_name LIKE '%shoe';

* + Matches: 'Running Shoe', 'Casual Shoe', etc.
* **Finding values containing a specific substring:**

SELECT \* FROM emails WHERE address LIKE '%@company.com%';

* + Matches: 'john@company.com', 'jane@company.com', etc.

**2. Underscore (\_)**

**The underscore represents a single character.**

**Examples:**

* **Finding values with a specific character in a specific position:**

SELECT \* FROM items WHERE item\_code LIKE 'A\_3%';

* + Matches: 'A13', 'AB3', 'AX3', etc.
* **Finding three-letter words starting with 'H' and ending with 't':**

SELECT \* FROM words WHERE word LIKE 'H\_t';

* + Matches: 'Hat', 'Hit', 'Hot', etc.

**3. Square Brackets ([])**

**Square brackets are used to specify a set or range of characters to match.**

**Examples:**

* **Finding values starting with 'a', 'b', or 'c':**

SELECT \* FROM names WHERE name LIKE '[abc]%';

* + Matches: 'Alice', 'Bob', 'Charlie', etc.
* **Finding values where the second character is a digit from 1 to 3:**

SELECT \* FROM codes WHERE code LIKE '\_[1-3]%';

* + Matches: 'A1B', 'B2C', 'C3D', etc.

**4. Caret (^) or Exclamation (!) (used within square brackets)**

**The caret (or exclamation mark) negates the set of characters, matching any character not in the set.**

**Examples:**

* **Finding values not starting with 'a', 'b', or 'c':**

SELECT \* FROM names WHERE name LIKE '[^abc]%';

* + Matches: 'David', 'Edward', 'Frank', etc.
* **Finding values where the second character is not a digit from 1 to 3:**

SELECT \* FROM codes WHERE code LIKE '\_[^1-3]%';

* + Matches: 'A4B', 'B5C', 'C6D', etc.

**5. Hyphen (-)**

**The hyphen is used within square brackets to specify a range of characters.**

**Examples:**

* **Finding values with letters in the range 'A' to 'Z':**

SELECT \* FROM items WHERE item\_code LIKE '[A-Z]%';

* + Matches: 'A123', 'B456', 'C789', etc.
* **Finding values where the second character is a digit from 1 to 5:**

SELECT \* FROM codes WHERE code LIKE '\_[1-5]%';

* + Matches: 'A1B', 'B2C', 'C3D', 'D4E', 'E5F', etc.

**Combined Example**

**Combining multiple wildcards for complex patterns:**

**Example:**

* **Finding values starting with 'a' or 'b', followed by any character, then '3', and ending with zero or more characters:**

SELECT \* FROM items WHERE item\_code LIKE '[ab]\_3%';

* + Matches: 'aX3', 'bY3', 'a13', 'b23', etc.

These wildcards provide powerful tools for pattern matching in SQL, allowing flexible and complex queries on textual data.

**What is a join in SQL? What are the types of joins?**

An SQL Join statement is used to combine data or rows from two or more tables based on a common field between them. Different types of Joins are:

**INNER JOIN**: It returns only the rows that have matching values in both tables. The INNER JOIN keyword selects all rows from both tables as long as the condition is satisfied. This keyword will create the result set by combining all rows from both the tables where the condition satisfies i.e. the value of the common field will be the same.

SELECT columns

FROM table1

INNER JOIN table2

ON table1.column = table2.column;

**LEFT JOIN**: This join returns all the rows of the table on the left side of the join and matching rows for the table on the right side of the join. For the rows for which there is no matching row on the right side, the result set will be null. LEFT JOIN is also known as LEFT OUTER JOIN

SELECT columns

FROM table1

LEFT JOIN table2

ON table1.column = table2.column;

**RIGHT JOIN**: RIGHT JOIN is similar to LEFT JOIN. This join returns all the rows of the table on the right side of the join and matching rows for the table on the left side of the join. For the rows for which there is no matching row on the left side, the result set will contain null. RIGHT JOIN is also known as RIGHT OUTER JOIN.

SELECT columns

FROM table1

RIGHT JOIN table2

ON table1.column = table2.column;

**FULL JOIN**: FULL JOIN creates the result set by combining the results of both LEFT JOIN and RIGHT JOIN. The result set will contain all the rows from both tables. For the rows for which there is no matching, the result set will contain NULL values.

SELECT columns

FROM table1

FULL JOIN table2

ON table1.column = table2.column;

**CROSS JOIN**: Returns the Cartesian product of two tables, meaning it returns all possible combinations of rows from the two tables.

SELECT columns

FROM table1

CROSS JOIN table2;

**SELF JOIN**: A join in which a table is joined with itself. It's useful for comparing rows within the same table.

SELECT a.column, b.column

FROM table a, table b

WHERE a.common\_field = b.common\_field;

**What is an index?**

In SQL, an index is a database object that improves the speed of data retrieval operations on a table. Indexes are created on columns that are frequently used in query conditions, such as the WHERE clause, to make data access more efficient. Here’s a detailed explanation of indexes in SQL:

* **Definition**: An index is a data structure that allows the database to find and retrieve specific rows much faster than it could do without an index. It works similarly to an index in a book, which allows you to quickly find the page number for a specific topic.
* **Purpose**: The main purpose of an index is to improve the performance of data retrieval operations. It does this by creating a quick lookup path to access the data.

**Types of Indexes**

1. **Primary Index**:
   * Automatically created when a primary key is defined.
   * Ensures uniqueness of the primary key column(s).
2. **Unique Index**:
   * Ensures that the indexed columns contain unique values.
   * Can be created on columns that should not have duplicate values.
3. **Clustered Index**:
   * Determines the physical order of data in a table.
   * There can be only one clustered index per table.
   * Often created automatically on primary key columns.
4. **Non-Clustered Index**:
   * Does not alter the physical order of data.
   * There can be multiple non-clustered indexes on a table.
   * Stores a pointer to the physical location of the data.
5. **Composite Index**:
   * An index on multiple columns.
   * Useful for queries that filter by multiple columns.

**Creating an Index**

* **Primary Index**:

CREATE TABLE employees (

id INT PRIMARY KEY,

name VARCHAR(100),

position VARCHAR(50)

);

* **Unique Index**:

CREATE UNIQUE INDEX idx\_employee\_email ON employees(email);

* **Clustered Index**:

CREATE CLUSTERED INDEX idx\_employee\_id ON employees(id);

* **Non-Clustered Index**:

CREATE INDEX idx\_employee\_name ON employees(name);

* **Composite Index**:

CREATE INDEX idx\_employee\_name\_position ON employees(name, position);

**Using an Index**

Indexes are used automatically by the SQL database engine when performing queries. For example, if you have an index on the name column of the employees table, a query like this will benefit from the index:

SELECT \* FROM employees WHERE name = 'John';

**Dropping an Index**

If an index is no longer needed, it can be dropped:

DROP INDEX idx\_employee\_name ON employees;

**Pros and Cons of Indexes**

* **Pros**:
  + Faster data retrieval.
  + Improved query performance, especially for large datasets.
  + Can enforce uniqueness (unique indexes).
* **Cons**:
  + Slower write operations (INSERT, UPDATE, DELETE) due to the overhead of maintaining the index.
  + Consumes additional disk space.
  + Complexity in index management and optimization.

**Best Practices**

* Index columns that are frequently used in WHERE, JOIN, ORDER BY, and GROUP BY clauses.
* Avoid over-indexing, as too many indexes can degrade write performance and consume more disk space.
* Regularly monitor and analyze index usage and performance to ensure they are effective.

**What is the On Delete cascade constraint?**

An ‘ON DELETE CASCADE’ constraint is used in MySQL to delete the rows from the child table automatically when the rows from the parent table are deleted. For more details, please read [MySQL – On Delete Cascade constraint](https://www.geeksforgeeks.org/mysql-on-delete-cascade-constraint)article.

**What is a trigger?**

Ans. A trigger is a piece of code associated with insert, update, or delete operations on a table. It is automatically executed when the associated query is run. A trigger is a special type of stored procedure in a database that automatically executes or fires when a specified event occurs in the database. Triggers are used to enforce data integrity, automate system tasks, and maintain business rules within a database. They are commonly used to monitor and respond to changes in data within a table.

CREATE TABLE EmployeeChanges (

ChangeID INT IDENTITY(1,1) PRIMARY KEY,

EmployeeID INT,

ChangeDate DATETIME DEFAULT GETDATE(),

OldName VARCHAR(50),

NewName VARCHAR(50)

);

CREATE TRIGGER trgAfterUpdate

ON Employees

AFTER UPDATE

AS

BEGIN

INSERT INTO EmployeeChanges (EmployeeID, OldName, NewName)

SELECT

d.EmployeeID,

d.Name AS OldName,

i.Name AS NewName

FROM

deleted d

INNER JOIN

inserted i ON d.EmployeeID = i.EmployeeID;

END;

**What is the difference between Cluster and Non-Cluster Index?**

| **CLUSTERED INDEX** | **NON-CLUSTERED INDEX** |
| --- | --- |
| The clustered index is faster. | The non-clustered index is slower. |
| The clustered index requires less memory for operations. | The non-Clustered index requires more memory for operations. |
| In a clustered index, the index is the main data. | In the Non-Clustered index, the index is a copy of data. |
| A table can have only one clustered index. | A table can have multiple non-clustered indexes. |
| The clustered index has an inherent ability to store data on the disk. | The non-Clustered index does not have the inherent ability to store data on the disk. |
| Clustered indexes store pointers to block not data. | The non-Clustered index store both value and a pointer to the the the actual row that holds data. |
| In Clustered index leaf nodes are actual data itself. | In a Non-Clustered index, leaf nodes are not the actual data itself rather they only contain included columns. |
| In the Clustered index, the Clustered key defines the order of data within the table. | In the Non-Clustered index, the index key defines the order of data within the index. |
| A Clustered index is a type of index in which table records are physically reordered to match the index. | A Non-Clustered index is a special type of index in which the logical order of index does not match the physical stored order of the rows on the disk. |

**What is Case WHEN in SQL?**

Control statements form an important part of most languages since they control the execution of other sets of statements. These are found in SQL too and should be exploited for uses such as query filtering and query optimization through careful selection of tuples that match our requirements. In this post, we explore the Case-Switch statement in SQL. The CASE statement is SQL’s way of handling if/then logic.

**Syntax 1:**

*CASE case\_value WHEN when\_value THEN statement\_list [WHEN when\_value THEN statement\_list] … [ELSE statement\_list]END CASE*

**Syntax 2:**

*CASE WHEN search\_condition THEN statement\_list [WHEN search\_condition THEN statement\_list] … [ELSE statement\_list]END CASE*

For more details, please read the [SQL | Case Statement](https://www.geeksforgeeks.org/sql-case-statement) article.

Exmple:

| **ustomerID** | **CustomerName** | **LastName** | **Country** | **Age** |
| --- | --- | --- | --- | --- |
| 1 | Shubham | Thakur | India | 23 |
| 2 | Aman | Chopra | Australia | 21 |
| 3 | Naveen | Tulasi | Sri Lanka | 24 |
| 4 | Aditya | Arpan | Austria | 21 |
| 5 | Nishant. Salchichas S.A. | Jain | Spain | 22 |

**Query:**

**SELECT** CustomerName, Age,  
**CASE**  
 **WHEN** Age> 22 **THEN** 'The Age is greater than 22'  
 **WHEN** Age = 21 **THEN** 'The Age is 21'  
 **ELSE** 'The Age is over 30'  
**END AS** QuantityText  
**FROM** Customer;

**Output:**

![adding multiple conditions to a case statement example output](data:image/png;base64,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)

**Name different types of case manipulation functions available in SQL.**

There are three types of case manipulation functions available in SQL. They are,

**LOWER**: The purpose of this function is to return the string in lowercase. It takes a string as an argument and returns the string by converting it into lower case.   
**Syntax:**

*LOWER(‘string’)*

**UPPER**: The purpose of this function is to return the string in uppercase. It takes a string as an argument and returns the string by converting it into uppercase.   
**Syntax:**

*UPPER(‘string’)*

**INITCAP**: The purpose of this function is to return the string with the first letter in uppercase and the rest of the letters in lowercase.   
**Syntax:**

*INITCAP(‘string’)*

**What are local and global variables and their differences?**

**Name the function which is used to remove spaces at the end of a string?**

In SQL, the spaces at the end of the string are removed by a trim function.

**Syntax:**

***Trim(s) ,****Where s is a any string.*

**Difference between delete drop and truncate in tabular**

|  | **DELETE** | **TRUNCATE** | **DROP** |
| --- | --- | --- | --- |
| **Type** | DML | DDL | DDL |
| **Uses a lock** | Row lock | Table lock | Table lock |
| **Works in WHERE** | Yes | No | No |
| **Removes ...** | One, some, or all rows in a table. | All rows in a table. | Entire table structure: data, privileges, indexes, constraints, triggers. |
| **Resets ID auto-increment** | No | MySQL: Yes Oracle: No PostgreSQL: User decides SQL Server: Yes | Doesn’t apply |
| **Rollback** | Yes | MySQL: No Oracle: No PostgreSQL: Yes SQL Server: Yes | MySQL: No Oracle: Yes PostgreSQL: Yes SQL Server : Yes |
| **Transaction logging** | Each row | Whole table (minimal) | Whole table (minimal) |
| **Works with indexed views** | Yes | No | No |
| **Space requirements** | More space | Less space | More space |
| **Fires triggers** | Yes | No | No |
| **Speed** | Slow | Fastest | Faster |

**Define SQL Order by the statement?**

The ORDER BY statement in SQL is used to sort the fetched data in either ascending or descending according to one or more columns.

By default ORDER BY sorts the data in **ascending order.**

We can use the keyword DESC to sort the data in descending order and the keyword ASC to sort in ascending order.

**SELECT** \* **FROM** students **ORDER BY** ROLL\_NO **DESC**;

**Explain SQL Having statement?**

HAVING is used to specify a condition for a group or an aggregate function used in the select statement. The WHERE clause selects before grouping. The HAVING clause selects rows after grouping. Unlike the HAVING clause, the WHERE clause cannot contain aggregate functions. See [Having vs Where Clause?](https://www.geeksforgeeks.org/having-vs-where-clause-in-sql)

**Difference between having and where clause**

The WHERE and HAVING clauses in SQL are both used to filter records, but they serve different purposes and are used in different contexts.

### ****WHERE Clause****

* **Purpose**: The WHERE clause is used to filter records before any grouping operations are performed. It applies to rows in the database and restricts the number of rows returned by the query based on specified conditions.
* **Usage**: The WHERE clause is typically used with SELECT, UPDATE, DELETE, etc.
* **Conditions**: The WHERE clause cannot be used with aggregate functions like COUNT(), SUM(), AVG(), etc.

**Example:**

SELECT \* FROM employees WHERE department\_id = 1;

### ****HAVING Clause****

* **Purpose**: The HAVING clause is used to filter groups of rows after the GROUP BY operation has been performed. It is often used to filter aggregated data.
* **Usage**: The HAVING clause is used with SELECT queries that include GROUP BY.
* **Conditions**: The HAVING clause can include aggregate functions.

**Example:**

SELECT d\_id, COUNT(\*) AS employee\_count FROM employees GROUP BY d\_id HAVING COUNT(\*) > 10;

* This query selects departments with more than 10 employees, showing the department ID and the count of employees.

**Explain SQL AND & OR statement with an example?**

In SQL, the AND & OR operators are used for filtering the data and getting precise results based on conditions. The AND and OR operators are used with the WHERE clause.

These **two operators** are called **conjunctive operators**.

**AND Operator:**This operator displays only those records where both conditions **condition 1 and condition 2 evaluate to True.**

**OR Operator:**This operator displays the records where either one of the conditions condition 1 and condition 2 evaluates to True. That is,**either condition1 is True or condition2 is True.**

For more details please read the [SQL | AND and OR](https://www.geeksforgeeks.org/sql-and-and-or-operators)operators article.

**Define BETWEEN statements in SQL?**

The SQL BETWEEN condition allows you to easily test if an expression is within a range of values (inclusive). The values can be text, date, or numbers. It can be used in a SELECT, INSERT, UPDATE, or DELETE statement. The SQL BETWEEN Condition will return the records where the expression is within the range of value1 and value2.

For more details please read [SQL | Between & I operator](https://www.geeksforgeeks.org/sql-between-in-operator) article.

**Why do we use  Commit and Rollback commands?**

| **COMMIT** | **ROLLBACK** |
| --- | --- |
| COMMIT permanently saves the changes made by the current transaction. | ROLLBACK undo the changes made by the current transaction. |
| The transaction can not undo changes after COMMIT execution. | Transaction reaches its previous state after ROLLBACK. |
| When the transaction is successful, COMMIT is applied. | When the transaction is aborted, ROLLBACK occurs. |

**What is the need for group functions in SQL?**

In database management, group functions, also known as aggregate functions,  is a function where the values of multiple rows are grouped together as input on certain criteria to form a single value of more significant meaning.

**Various Group Functions**

1)Count()  
2) Sum()  
3) Avg()  
4) Min()  
5) Max()

For more details please read the [Aggregate functions in the SQL](https://www.geeksforgeeks.org/aggregate-functions-in-sql) article.

**How can you fetch common records from two tables? (Inner Join)**

The below statement could be used to get data from multiple tables, so, we need to use join to get data from multiple tables.

**Syntax :**

*SELECT tablenmae1.colunmname, tablename2.columnnmae*

*FROM tablenmae1*

*JOIN tablename2*

*ON tablenmae1.colunmnam = tablename2.columnnmae*

*ORDER BY columnname;*

**What are the advantages of PL/SQL functions?**

The advantages of PL / SQL functions are as follows:

We can make a single call to the database to run a block of statements. Thus, it improves the performance against running SQL multiple times. This will reduce the number of calls between the database and the application.

We can divide the overall work into small modules which becomes quite manageable, also enhancing the readability of the code.

It promotes reusability.

It is secure since the code stays inside the database, thus hiding internal database details from the application(user). The user only makes a call to the PL/SQL functions. Hence, security and data hiding is ensured.

**What is the SQL query to display the current date?**

CURRENT\_DATE returns to the current date. This function returns the same value if it is executed more than once in a single statement, which means that the value is fixed, even if there is a long delay between fetching rows in a cursor.

Syntax:

*CURRENT\_DATE*

*or*

*CURRENT DATE*

**What are Nested Triggers?**

A trigger can also contain INSERT, UPDATE, and DELETE logic within itself, so when the trigger is fired because of data modification it can also cause another data modification, thereby firing another trigger. A trigger that contains data modification logic within itself is called a nested trigger.

**What is the difference between COALESCE() & ISNULL()?**

**COALESCE():**COALESCE function in SQL returns the first non-NULL expression among its arguments. If all the expressions evaluate to null, then the COALESCE function will return null.  
**Syntax:**

*SELECT column(s), CAOLESCE(expression\_1,….,expression\_n)FROM table\_name;*

**ISNULL():**The ISNULL function has different uses in SQL Server and MySQL. In SQL Server, ISNULL() function is used to replace NULL values.  
**Syntax:**

*SELECT column(s), ISNULL(column\_name, value\_to\_replace)FROM table\_name;*

**SQL queries**

<https://www.edureka.co/blog/interview-questions/sql-query-interview-questions>

<https://artoftesting.com/sql-queries-for-interview>

<https://www.interviewbit.com/sql-query-interview-questions/>